Sort 0 and 1 (without any sorting algo)

i/p : arr[] = {0,0,1,1,0,1,0,1,0,0,1,1,1}

o/p : {0,0,0,0,0,0,1,1,1,1,1,1,1}

CODE :

public class sort\_0\_1 {

    static void sort(int arr[]){

        int count =0;

        for(int i=0;i<arr.length-1;i++){

            if(arr[i]==0){

                count++;

            }

        }

        //Fill the array with 0

        for(int j=0;j<count;j++){

            arr[j] =0;

        }

        //Fill remaining with 1

        for(int k=count ; k<arr.length-1;k++){

            arr[k] =1;

        }

    }

    public static void main(String[] args) {

        int arr[] = {0,0,1,1,0,1,0,1,0,0,1,0,1,1,1};

        sort(arr);

        for(int i : arr){

            System.out.print(i + " ");

        }

    }

}

Output :

![](data:image/png;base64,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)

DNF - Sort Colors - LC : 75 (without any sorting algo)

i/p : arr[] = {0,0,1,2,0,1,0,2,0,2,1,2,1}

o/p : {0,0,0,0,0,1,1,1,1,2,2,2,2}

CODE:

public class DNF{

    static int arr[] = {0,1,2,2,1,0,0,1,2,1};

    static void swap(int first, int second) {

        int temp = arr[first];

        arr[first] = arr[second];

        arr[second] = temp;

    }

    public static void main(String[] args) {

        int low = 0, mid = 0;

        int high = arr.length - 1;

        while(mid <= high) {

            switch(arr[mid]) {

                case 0:

                    swap(low, mid);

                    low++;

                    mid++;

                    break;

                case 1:

                    mid++;

                    break;

                case 2:

                    swap(mid, high);

                    high--;

                    break;

            }

        }

        for(int i : arr) {

            System.out.print(i + ",");

        }

    }

}

OUTPUT :

![A screen shot of numbers

Description automatically generated with low confidence](data:image/png;base64,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)

Majority Element using Hashmap

CODE :

     static int approach\_2(int arr[], int n) {

        int majorityCount = n / 2;

        Map<Integer, Integer> countMap = new HashMap<>();

        for (int num : arr) {

        countMap.put(num, countMap.containsKey(num) ? countMap.get(num) + 1 : 1);

            if (countMap.get(num) > majorityCount) {

                return num;

            }

        }

        return -1;

    }

OUTPUT :

![A picture containing text, screenshot, font

Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAawAAAA5CAYAAABqFB/oAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAATlSURBVHhe7d1Lbtw4EIBhpQFjVt545TP4KvFh5ihzGOda3ngV9CKZwnRhKgKLKrLZlEj9HyCgTfFNSmW1O+lvr6+vv5ag5+fn5enpafn8/LyljO/nPz9ur5blr7+/3179R86l0pR3zqan0qxWZTzRulSkH7aMnkulqWgfvPMikkfYfgibv7SOSH+U5rXpW+0chR1v5LUl6alxan6ROr/m1S+8unJt2HMiWs7K9Wktmnerba+ekr54InWUtq/pQs/l0ryflZcu5Nzl9vqUUhNreZMpUvlzbFmVSrNqygjJo4eI9nWdT39et2nz2XZErq11PSKV1kp0PPey7eTGPyNvvK3mIbe37M+5Nc2V6+3etmWc3nEvrSPVR03bu51TByxVuolK8tu8sgj28NSUyYmULZ2DEi3Go3VEyzxyPFavdnpZj+co4/P6sdW/2dbnqFLz/Ii5v7y8vCzRA3VqLraaMkry2EOVBIgcW0+0DZvH8tKxr5K9InlTx5Gt921P2u56jvTnXL+036mjFbuG9mgt1YYcOZfr9bpED9Sr2WA1ZVJqy6XYDWXrta+9TadjsEcJzb+1qXEfnefI+rAW6Ony9fW1RA+0pRd7yY27pswjpNqv6dNRxoM/RdbDBivJvz6wTefwSNfBeh3XRyupuu2Rwt+w/mUvvFot6jia2cY04xodgXdzaclbu6OtabQ/PeZsRqcOWHbTpDbaOk3zr9NLLxrJr2WiG7emjKopp2VEqpw9r1JpHslb0y/NW9KWsPlL5w9l7Nrey67Vus4jrWmL9o8yBm/tWq9pTTv8O6yNRVhvIi+/5NNzJWU8LcuoVNm9y+TG49G6eo1HrMtF+lAztj1E+mvnSPNF5k1E5iEyn55cmUjbKjKeXH258l45W6a2brUu/4gyXn6bHkkrbUdImdO/JSgTk5ockUqPpm3pVUZIOa9srs6WZVJK8lpaLrXpW/UN22Q+vTltOde92rnXkfpSq9dc17Zz+icsjCn1WxzGddb1ZB+X4UMXALCD1DsEyCNgYUj6GykX/VhS63XGpww7DzxdxQ3/lmDNDYsNAuwjd73Ofl2mxs69qAxPWAC68W7QZ7xxE6zK8aELAMAQeMICAAyBgAUAGAIBCwAwBAIWAGAIBCwAwBAIWACAIRCwAABDIGABAIZAwAIADGG6/+ni4+Pj9up/7+/vt1cAgFFN9YSVClbCSwcAjGOaJywblOwTlZcOABjLNE9YGozWQYkgBQBzmOotQYITAMyLTwkCAIYwfcDiAxcAMIfTPGHxdiEAjG3qgKVPVwQrABjftAGLYAUAc5kyYBGsAGA+0wUsghUAzGmqgEWwAoB5TflfM+UQzABgTFN/ShAAMI/pvl4EADAnnrAAAEP49vb2Fn7Cul6vPGEBAHZxkSAUPQAA2At/wwIADIG/YQEAhkDAAgAMgYAFABgCAQsAMAQCFgBgCAQsAMAQCFgAgCEQsAAAQ+AfDk+E7wPrZ4+5tl+hc4Q19r7S56z7r9f6HG0f9MQT1kR083o3EgAY2Sm+wHHrt5BU2Za/uUQCSKv2tK2a+rx+enU9ct4ic2a1XK+Ie+a5lp2T3uONeMScHH0fWL3W5+j7YEtuTbfGc4onLJmg1CR56SI3qTPKjdebu5SzzVtPcjHrgePptT692tmD3D/8e8vH8hvsC5cFreROWgAAAABJRU5ErkJggg==)

Gas Station - LC : 134  
gas = [1,2,3,4,5], cost = [3,4,5,1,2]

CODE :

public class Gasstation{

    static void checkJourney(int gas[], int cost[]){

        int startingPoint = 0;

        int loss = 0;

        int remainingGas  =0;

        for(int i=0;i<gas.length;i++){

            remainingGas += gas[i] -cost[i];

            if(remainingGas < 0){

                startingPoint = i + 1;

                loss += remainingGas;

                remainingGas = 0;

            }

    }

    int a= loss + remainingGas >= 0 ? startingPoint : -1;

    System.out.println(a);

}

    public static void main(String[] args) {

        int gas[] = {1,2,3,4,5};

        int cost[] = {3,4,5,1,2};

        checkJourney(gas, cost);

    }

}

OUTPUT :

![A screen shot of a computer

Description automatically generated with low confidence](data:image/png;base64,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)